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Abstract—The growing number of applications based on Inter-
net of Things (IoT) technologies is pushing towards standardized
protocol stacks for machine-to-machine (M2M) communication
and the adoption of standard-based security solutions, such
as the Datagram Transport Layer Security (DTLS). Despite
the huge diffusion of DTLS, there is a lack of optimized
implementations tailored to resource constrained devices. High
energy consumption and long delays of current implementations
limit their effective usage in real-life deployments. The aim of
this paper is to explain how to integrate the DTLS protocol inside
the Constrained Application Protocol (CoAP), exploiting Elliptic
Curve Cryptography (ECC) optimizations and minimizing ROM
occupancy. We have implemented our solution on an off-the-shelf
mote platform and evaluated its performance. Results show that
our ECC optimizations outperform priors scalar multiplication in
state of the art for class 1 mote platforms, and improve network
lifetime by a factor of up to 6.5 with respect to a standard-based
not optimized implementation.

I. INTRODUCTION

Given the widespread use of Internet of Things (IoT) tech-
nologies, Wireless Sensor Networks (WSNs) are likely to in-
teract and exchange information with objects outside their own
internal network. This interoperability requirement is pushing
to migrate from proprietary protocol stacks to open and
standardized solutions, leveraging on the use of IPv6 through
the Low power Wireless Personal Area Network (6LoWPAN)
and IEEE 802.15.4 protocols [1], [2]. This architecture enables
sensor nodes to be directly addressed and seen as producers of
information consumed by users on the Internet or by users in
the IoT which opportunistically query the WSN. The nature of
the WSN channel makes the data vulnerable to being modified,
injected and eavesdropped. Therefore, security is often an
important requirement, especially in application scenarios such
as military, health-care or even home automation [3].

In order to find the right balance among security, energy-
efficiency and interoperability, several works have investigated
optimizations for Elliptic Curve Cryptography (ECC) [4] to
address the design of a standardized security architecture
suitable for embedded devices such as WSNs [5]–[7] or even
Underwater Acoustic Sensor Networks (UASN) [8]. In [9]–
[11], authors describe a solution based on the Transport Layer
Security (TLS) protocol [12], which is extended to support
ECC [13] to make it viable in a WSN environment. From a se-
curity and interoperability perspective, the flexibility provided
by the TLS protocol is very appealing for IoT systems, because

of its capability to support the negotiation of the cryptographic
key and the symmetric cipher suites for message authentication
and data encryption.

At the same time, the Constrained Application Protocol
(CoAP) [14] is under standardization as an application layer
protocol for the IoT. CoAP proposes to use Datagram Trans-
port Layer Security (DTLS) [15], the UDP-based version
of TLS, to provide end-to-end security. DTLS was initially
designed for traditional networks. Therefore, porting the pro-
tocol as it is over resource constrained devices produces a
heavyweight solution. DTLS headers are also too long to fit
in a single IEEE 802.15.4 maximum transmission unit (MTU).
Authors in [16], [17] have presented preliminary ideas on how
to overcome these problems, highlighting the need to minimize
communication overhead. To achieve this objective Raza et
al. [18], [19] have proposed to adopt 6LoWPAN header
compression for DTLS. They have linked compressed DTLS
with the 6LoWPAN standard, achieving a 62% reduction in
the number of additional security bits. Following the same
approach, Kothmayr et al. [20], [21] have presented a security
scheme based on RSA. Their implementation of DTLS is
presented in the context of a system architecture achieving
low overhead and high interoperability on a hardware platform
suitable for IoT. However, computational overhead of their
DTLS handshake introduces a high energy consumption due
to the use of RSA-based cryptography. Other works [22],
[23] have evaluated the performance of DTLS handshake for
resource constrained environments using ECC-based cryptog-
raphy, whose adoption is also proposed by the CoAP stan-
dard [14]. Their results still show high energy consumption.

Our contribution: The aim of this paper is to develop a fully
optimized implementation of DTLS for CoAP, by combining
existing and novel optimizations, minimizing computation and
communication overhead. Our specific contributions are the
following.

• We present the architecture of DTLS over CoAP, where
security associations are created as CoAP resources,
exploiting block wise transfer and message reordering
provided by CoAP to minimize communication overhead
and ROM occupation.

• We demonstrate the viability of our design by implement-
ing it on an off-the-shelf mote platform. The implemen-
tation exploits several state of the art optimizations for



DTLS as well as techniques to speed up computation of
ECC-based operations.

• We experimentally assess the performance of our imple-
mentation in terms of energy consumption and overhead,
showing that proposed optimizations can significantly
improve overall performance.

The paper is organized as follows. In the next section we
provide necessary background on CoAP and DTLS. Section III
describes the architecture of our solution, detailing technical
optimizations in Section IV. In Section V we evaluate per-
formance of our DTLS implementation. Finally, Section VI
concludes the paper.

II. COAP AND DTLS

A. CoAP

The IETF Constrained Application Protocol (CoAP) [14]
is an application layer protocol tailored to resource con-
strained devices and M2M applications. It allows commu-
nication over the Internet among IoT objects that support
UDP and 6lowPAN, achieving low overhead and support-
ing multicast. CoAP is an optimized implementation of the
RESTful1 specification [24], where a well-known URI spec-
ifies an entry point for requesting the resources hosted by
a server. Similarly to the HTTP protocol, a typical URI
can be: “coap://ipv6host:port/resource” CoAP architecture is
divided into two layers: the lower message layer and the upper
request/response layer. The message layer provides reliability
and sequencing by means of a stop and wait protocol using
the following types of messages: confirmable which requires
an acknowledgment message as response, non-confirmable
which does not require a response, and reset which is used
in case a confirmable message cannot be processed. The
request/response layer manages the mapping between requests
and responses and their semantic. This layer offers basic re-
quest methods to provide a RESTful architecture: GET, PUT,
POST and DELETE. The GET method retrieves information
regarding the resource specified by the URI. PUT and POST
methods both create or modify a target resource, with the
difference that the former has the idempotent property. The
DELETE method requests to delete a specified resource. Each
request is associated to a response, which is identified by a
code field in the CoAP header2. Figure 1 shows a simple CoAP
interaction between a client and a temperature sensor acting
as a server.

B. DTLS

The Datagram Transport Layer Security (DTLS) [15], is
the UDP-based version of TLS, designed to provide end-to-
end security association between pairs. It permits to flexibly
negotiate security services and cryptographic mechanisms,
selecting a specific cipher suite. An example of cipher suite is:
TLS ECDH ECDSA WITH AES 128 CCM 8, which describes

1Representational state transfer (REST) is an abstraction of the architecture
of the World Wide Web.

2See RFC 7252 for further details [14]
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Fig. 1. Simple CoAP interaction.
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Fig. 2. DTLS key agreement with Fixed Diffie Hellman over Elliptic Curves.

the fixed Elliptic Curve Diffie-Hellman (ECDH) key agreement
where a certificate contains the ECDH-capable public key
signed by the Certification Authority with the Elliptic Curve
Digital Signature Algorithm (ECDSA) [4]. Figure 2 shows an
instance of the DTLS handshake protocol.

The client starts the DTLS handshake sending to the server
a Client Hello message, containing the supported cipher
suites (e.g., TLS ECDHE ECDSA WITH AES 128 CCM 8 ).
The server commits the decision of which cryptographic
algorithms to use by sending as response a Server Hello
message. The handshake then proceeds with an exchange of
information, such as Certificates and Key Exchanges, required
to establish a common secret, from which per-session keys
are derived. A 1B long message, ChangeCipherSpec, then
informs the other party to switch to authenticated/encrypted
mode using the negotiated algorithms. Finally, the negotiation
process ends verifying the previous messages exchanged with
the Finished message, which contains a message authentication
code (MAC) computed based on all the previous sent and
received handshake messages as seen by each peer. The
subsequent exchanged data are encrypted under the specified
symmetric encryption algorithm (e.g., AES128 [25]) using the
session key.

CoAP proposes to use DTLS protocol to provide
end-to-end security, requiring the support of NoSec
mode when DTLS is disabled, and RawPublicKey



mode with TLS ECDH ECDSA WITH AES 128 CCM 8
when an asymmetric key pair is present. Additonal
not-mandatory options are PreSharedKey mode
with TLS PSK WITH AES 128 CCM 8 if a pre-
shared key is available, or the cipher suite
TLS ECDHE PSK WITH AES 128 CBC SHA if both
PreSharedKey and RawPublicKey methods are supported. A
secured resource is thus requested using: “coaps://”, otherwise
“coap://” if NoSec mode is employed.

III. DTLS AS A COAP RESOURCE

Since DTLS was initially designed to protect web applica-
tion communication, an implementation as is results in heavy
overhead in IoT scenarios, where sensor platforms have limited
computational capabilities and internal (RAM/ROM) mem-
ory. Moreover, the complexity of DTLS implementation is
increased by the fact that using it on top of the UDP protocol,
requires to provide mechanisms to guarantee reliability and
ordering of messages. To design a version of DTLS tailored
to resource constrained devices, it is important to minimize
both code size and amount of messages exchanged, resulting
in an optimized handshake protocol. As also suggested in [17],
we exploit CoAP capabilities to provide connection oriented
communication offered by its message layer. More specif-
ically, Confirmable messages require an Acknowledgement
message as response, thus providing a reliable transmission. In
addition, fragmentation can be performed relying on the block-
wise transfer feature defined by CoAP, developed to support
transmission of large payloads. The combination of both
mechanisms allows to guarantee that DTLS is compliant to the
standard but lighter. We develop RESTful DTLS connection as
a CoAP resource, which is created when a new secure session
is requested. This on one side allows large reuse of CoAP
functionalities and code, and on the other side provides CoAP
with the abilities to optimize use of resources, including what
needed for security associations.

Denial of service (DoS) attacks are a critical aspect which
needs to be addressed. Resources on the server can be con-
sumed by an attacker initiating a series of handshake requests,
resulting in possible expensive operations or flooding of large
messages, such as certificates. In order to mitigate this attack,
we used the stateless cookie technique presented in [26],
where clients are forced to retransmit the Client Hello with
the appended cookie. The server, based on the validation of
the cookie, can continue the handshake.

Figure 3 shows how the handshake works using CoAP,
where communication reliability is provided by CON and
ACK messages which contain the DTLS handshake mes-
sages as payload. An IoT object acting as a client can
request a secure connection to a server object using the URI
“coaps://ipv6host:port/dtls” with the PUT method containing the
Client Hello message as payload. As a result, a new DTLS
session is created on the server and it can be updated using
the POST method. The followings HelloVerifyRequest and
Client Hello sent respectively by the server and the client,
mitigate the DoS attack discussed above. Then, according to
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Fig. 3. DTLS key agreement over CoAP with Raw Public Key.

the negotiated cipher suite, they exchange information needed
to establish a common secret and derive a session key. Note
that, based on the cipher suite, messages of this phase can be
quite large (e.g., certificate). Our DTLS implementation leaves
all the fragmentation tasks to CoAP, through its efficient block-
wise transfer. Finally, after both client and server have received
the Finished message, handshake is concluded and the secure
session is established.

Since the resources available on a sensor node are clearly
limited, devices can close a DTLS connection, thus freeing
RAM space. However, considering that DTLS handshakes
are by far the most expensive task of the DTLS protocol,
frequently closing and re-establishing connections is very
inefficient. Therefore, sensor nodes should keep the security
association up for as long as possible. For this reason, if
the memory available on a sensor node is unable to store
parameters for all the security associations, we adopt a caching
strategy to store on the flash memory the set of security
associations that are frequently used.

IV. IMPLEMENTATION AND OPTIMIZATIONS

To demonstrate the viability of our solution, we have
implemented it on the MagoNode [27], a mote platform that
has been designed by our spin-off Wsense.3 The MagoNode
features an 8bit ultra low power 16MHz microcontroller, the
Atmel’s Atmega128RFA1 (RFA1), with an integrated low-
power transceiver 802.15.4. Thanks to the 2.4Ghz RF front-

3http://www.wsense.it



end, the MagoNode platform is able to communicate over
long-distances still keeping very high energy efficiency. It is
equipped with 16KB of RAM and 128KB of ROM, which
is enough to store TinyOS stack which includes 6LoWPAN,
RPL, UDP, CoAP and our DTLS implementation. We used
TinyOS 2.x [28] as the operating system and we developed
our solution in nesC.

From a performance perspective, implementing a cryp-
tographic library on resource constrained devices is very
challenging. Motes are usually equipped with simple and
cheap microcontrollers, few KB dozens of ROM and just 10-
16KB of RAM. Performing heavy cryptographic operations
typically requires long execution times, impairing communi-
cation delay and energy consumption performance. It is crucial
to implement efficiently these operations, optimizing them
at the lowest level, in order to achieve good performance
while providing an acceptable security level. The following
subsections describe how we have optimized implementation
of basic operations on which many security protocols such as
ECDH, ECDSA rely upon.

A. Modular Arithmetic on Large Integer

Large integers on devices with 8bit registers are imple-
mented using arrays. When operations such as multiplication
and squaring are used, which require a large amount of
memory accesses to store results, an efficient use of registers is
needed. We developed assembly code routines based on [29],
specifically optimized for the MagoNode platform, which
allow an improved use of registers, thus reducing the number
of memory operations.

B. ECC

We developed our ECC library based on a combination of
TinyECC4 and Relic5 libraries, implementing the elliptic curve
as a MNT curve, which can be described in the simplified
Weierstrass form as

E(Fp) : y
2 = x3 + ax+ b. (1)

The elliptic curve E is defined over a prime field Fp where
p = 2160−231−1 according to SECG [30] recommendations.
This curve provides a security level of 80 bits. In addition,
our group size p is a pseudo Mersenne prime, therefore we
can speed up modular multiplication and squaring by adopting
curve-specific optimizations. Moreover, the elliptic curve E
can be converted from affine coordinates to Jacobian ones as
follows:

E(Fp) : Y
2 = X3 + aXZ4 + bZ6. (2)

where X = xZ2, Y = yZ3. Adding a third element to
represent a point (X,Y, Z), allows to separately calculate the
numerator and the denominator during computational costly
operations such as the modular inversion. As a result, we can
further reduce the execution time to perform such operations.

4http://discovery.csc.ncsu.edu/software/TinyECC/
5http://code.google.com/p/relic-toolkit

Let G ∈ Gq be a generator of a cyclic subgroup of
order q. The elliptic curve scalar multiplication P = kG
is defined as the addition of the point G along the curve
E repeated k times. The problem of finding k, given P
and G is called the elliptic curve discrete logarithm problem
(ECDLP), whose hardness is the fundamental assumption of
the security of various cryptographic protocols, such as the
Elliptic Curve Diffie-Hellman (ECDH) and the Elliptic Curve
Digital Signature Algorithm (ECDSA). Scalar multiplication
is often the most expensive operation in EC based cryptog-
raphy, therefore optimizing it can drastically improve overall
performance of the specific cryptographic protocol. In order
to speed up the computation of scalar multiplication, we used
the technique proposed in [6], hereafter referred to as IBPV.
Roughly speaking, it randomly generates a number n of ki
elements of order q, precomputes Pi = Gki for all i ∈ n
and stores in a table all the pairs (ki, Pi). When we need to
perform a scalar multiplication such as R = Gr, where r is
a random element of order q, IBPV randomly selects l out of
the n precomputed pairs, computes r =

∑
ki and R =

∑
Pi

for all i ∈ l terms respectively, obtaining the corresponding
R = Gr. We exploit IBPV to improve performance of ECDSA
signature, moreover we extend it to the ECDH protocol. We
also used the Shamir trick [4] which allows to perform the
sum of two scalar multiplications faster than performing two
independent scalar multiplications, thus reducing the execution
time of the ECDSA signature verification.

V. PERFORMANCE EVALUATION

To evaluate the impact of our optimized implementation
of DTLS, we assess the computational overhead of its most
frequently used operations, defined in terms of the time needed
to perform such operations. We also considered the energy
impact of performing our DTLS handshake with different
cipher suites. Furthermore, to highlight benefits of designing
the DTLS as a CoAP resource (hereafter referred as DTLS
over CoAP), we compared our solution with the standard
implementation of DTLS in terms of RAM and ROM occu-
pancy. Since there was not an available implementation of
DTLS for TinyOS, we have also implemented the standard
version, exploiting some parts of TinyDTLS, a Contiki [31]
version of DTLS. Table I shows RAM and ROM occupancy of
CoAP and Blip protocols, which are the stack implementation
composed of the 802.15.4 MAC layer, RPL (RFC 6550) as
routing protocol, 6LoWPAN, UDP and CoAP. The whole stack
occupancy is respectively about 41% and 40% of the RAM
and ROM available on the MagoNode platform. Table I shows
also the comparison of the amount of resources required by the
standard implementation of DTLS with respect to DTLS over
CoAP. Results show that leaving reliability and fragmentation
tasks to CoAP, and implementig DTLS as a CoAP resource,
ROM occupancy of DTLS can be reduced by almost 23% with
respect to the standard implementation of DTLS which is also
more expensive in terms of RAM resources, as it requires an
extra 236B overhead.



Table II shows the computational overhead and energy cost
of the EC scalar multiplication over the MagoNode mote,
which we recall to be the most expensive operation performed
by cryptographic protocols during the DTLS handshake. We
separately display performance results obtained by enabling
the different optimizations as this allows to understand the im-
pact on performance of each introduced optimization. Perfor-
mance are measured in terms of overhead and ROM consump-
tion. Base identifies the implementation without optimizations.
Assembly introduces low-level routines for modular arithmetic
on large integer, curv. opt. adds to base Mersenne specific
elliptic curve optimization, proj. coord. enhances base with the
use of Jacobian coordinates to represent a point on the curve.
All refers to the case where all optimizations, except IBPV are
enabled. All + IBPV enables also the IBPV generator. The base
version is basically composed of the ECC library providing
modular arithmetic for large integers and for points on elliptic
curves. Its ROM occupation is about 7KB, and we used it as
the benchmark to show the extra overhead introduced by each
optimization. Enabling all as optimization level, performance
of scalar multiplication improves by a factor of almost 14 with
respect to base, at the cost of an extra 4.9KB of ROM. This is
an additional 70% of the ROM with respect to what needed by
the ECC library. By adding another 13.6% of code, we enable
all + IBPV which allows to reduce the execution time and
the corresponding energy consumption by a factor of 100, the
most performing solution in state of the art for class 1 mote
platforms [6].

Table III explains the impact of our optimizations from
a cryptographic protocols perspective, showing the execution
time and the energy consumption needed to perform a digital
signature and a signature verification using ECDSA and an
instance of the ECDH protocol. Results compare base, all
and all + IBPV settings. Performing a signature, using all
improves performance by a factor of 13 while all + IBPV
improves performance by a factor of almost 91. For the
signature verification, enabling IBPV does not introduce any
improvement with respect to all setting because the operations
involved do not require any scalar multiplication in the form
Gr where r is a large integer randomly chosen. Thus the
main optimization involved is the Shamir trick, which allows
to reduce execution time and energy cost by a factor of
25. Finally, ECDH is improved by a factor of 13.8 and 24
respectively with all and all + IBPV setting.

In Figure 4 we show the energy impact, in terms of
mote lifetime, of establishing several DTLS sessions per
hour, comparing our proposed solution with the standard
implementation of DTLS (e.g. not optimized). For this
experiment, we used a mote acting as a server and
several motes acting as a client. Each mote (MagoNode
platform) was equipped with two alkaline AA 1.5 V
batteries. Since the most energy costly operations during
an handshake are ECC operations, we compare the energy
consumption adopting two different cipher suites based
on ECC: TLS ECDH ECDSA WITH AES 128 CCM 8 and
TLS ECDHE PSK WITH AES 128 CBC SHA. The former

Protocol ROM RAM
CoAP + Blip 51410 B 6653 B

standard DTLS 10983 B 7380 B
DTLS over CoAP 8936 B 7144 B

TABLE I
ROM & RAM OCCUPANCY OF OUR DTLS OVER COAP IMPLEMENTATION

Scalar Multiplication
Optimization Time Energy ROM

base 13487 ms 190.17 mJ /
assembly 13057 ms 184.1 mJ 2318 B
curve opt. 12591 ms 177.53 mJ 578 B

proj. coord. 3896 ms 54.93 mJ 1994 B
all 976 ms 13.76 mJ 4890 B

all + IBPV 135 ms 1.9 mJ 5852 B

TABLE II
COMPUTATIONAL OVERHEAD, ENERGY CONSUMPTION AND ROM

OCCUPANCY ON MAGONODE PLATFORM.

is based on the fixed ECDH key agreement where a
certificate contains the ECDH-capable public key signed
by the Certification Authority with ECDSA. Therefore
the main operations involved are scalar multiplication
and signature verification. In the latter, public keys are
ephemerals, so peers authentication is not provided. Cipher
suites are implemented both in their standard version (e.g. not
optimized) and in their optimized version. Results show that
significant lifetime improvements are obtained when using our
optimizations. Lifetime improves by a factor ranging from 2.8
to 6.5 using TLS ECDH ECDSA WITH AES 128 CCM 8
and by a factor ranging from 2 to 4.4 using
TLS ECDHE PSK WITH AES 128 CBC SHA .

VI. CONCLUSION

We have presented the architecture of our implementation
of DTLS over CoAP, where security associations are created
as CoAP resources, exploiting reliability and the block wise
transfer provided by CoAP. Our implementation exploits spe-
cific optimizations, from a low level (e.g., assembly routines)
up to a protocol level, thus minimizing computation overhead
and ROM occupation. The implementation and feasibility of
the proposed solution has been assessed through experiments
on our MagoNode platform, showing that our optimizations
allows to achieve the most performing scalar multiplication in
state of the art for class 1 mote platforms. Moreover, we have
detailed each implemented optimization showing advantages
and disadvantages of enabling them, in terms of computational
overhead and ROM occupation. Experimental results show

base (ms/mJ) all (ms/mJ) all + IBPV (ms/mJ)
ECDSA sign 13635 / 192.25 1045 / 14.73 150 / 2.11

ECDSA verify 27476 / 387.41 1076 / 15.17 1076 / 15.17
ECDH 26974 / 380.33 1952 / 27.52 1111 / 15,67

TABLE III
COMPUTATIONAL OVERHEAD AND ENERGY CONSUMPTION OF ECDSA

AND ECDH PROTOCOLS FOR DIFFERENT OPTIMIZATIONS ON MAGONODE
PLATFORM.



Fig. 4. Lifetime of MagoNode platform depending on the number of DTLS
opened sessions per hour.

that network lifetime improves by a factor of up to 6.5 using
our solution with respect to a standard-based not optimized
implementation.
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